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We modify a backtrack procedure for lexicographic enumeration of all
subsets of a set of n elements proposed by I. Semba (J. of Algorithms
5, 281-283 (1984)). On the basis of this procedure we give an
algorithm for both determining of all bases consisting of functions
from a given complete set in a considered subset of the set of
k-valued logical functions and for enumeration of all classes of bases
in the subset. We use the lexicographic algorithm also for solutions
of Kknapsack and minimal covering problems. A cut technique Iis
described which is used in these algorithms to reduce the number of
examined subsets of {1.....nl.

1. GENERATING ALL SUBSETS OF {1.....n} IN LEXICOGRAPHIC ORDER

In this Section we consider the problem of generating all r-subsets
(subsets containing r elements) of the set {(1.2.....,n} for 1=r=n and
for 1=r=m=n. We assume that each subset will be rebresented as a
sequence a;a,...a, where 1=a,<...<a.=n.

Recall definition of lexicographic order of subsets. For two subsets
a=(ay....,ay) and b=(b;....bgy), a < b is satisfied if and only if there
exXists i (1=i=q) such that a;=b; for 1=j<i and either a;<b; or p=i-1.
This order has an important property that enables simple calculation
with r-subsets.

Ehrlich [ 2] described a loopless procedure for generating of subsets
of a set of n elements. A procedure based on Gray code for the same
problem is given in [ 131 Also, in [ 131 an algorithm for generating
all r-subsets (1=r=m=n) in lexicographicis order is proposed. Semba

[ 181 impoved the efficiency of the algorithm. We will modify his



algorithm by presenting it in PASCAL-like notation without goto
statements. Application of the algorithm for minimal covering problem
results in another modification of the algorithm in the case
1€r=Em=n. ' ‘

The lexicographic enumeration of r-subsets goes in the following

manner (for example., let n=5):

1, 12, 123, 1234, 12345,

1235,
124, 1245,
125,
13, 134, 1345,
135,
14, 145,
15;
2, 23, 234, 2345,
235,
24, 245,
25;
3. 34, 345,
35,
4: 45'

5.

The algorithm is in “extend” phase when it goes from ~"left” +to
"right” staying in a row. If the last element of a subset is n then
algorithm shifts to the next row. We call this phase "reduce” phase.

Every subset of {1.....n} is represented in the algorithm below by a
sequence jp...,J,. 1=r=n, 15j,<..<j.=n.

First we give algorithm for generating all r-subsets for 1=r=n.
This algorithm will be used in base enumerations.

BEGIN
read(n); r:=0: j.:=0;
REPEAT
IF j.<n THEN extend ELSE reduce:
print out jq....J,
UNTIL j=n
END:

extend=BEGIN j . :=j+1; ri=r+1 END
reduce=BEGIN r:=r-1; j.:=j +1 END .

Note that between any two printed subsets exactly two conditions are
checked: j.<n and j;=n.
The algorithm for generating all r-subsets for 1=r=m=n we modify

with respect to its use in minimal covering problem.
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BEGIN
read(n);: r:=0; j.:=0;
REPEAT
IF J <n and r<m THEN extend ELSE cut:
prlnt out jip.o....J,
UNTIL jq=n
END:

extend=BEGIN j ., :=j, +1 r:=r+1 END
reduce=BEGIN r:=r-1; j.:=j.+1 END
cut=IF j.<n THEN j.:=j.+1 ELSE reduce

Besides'”extend" and “"reduce” phases we use in the algorithm a new
phase called "cut” phase. The phase will be used when algorithm goes
from some subset to some subset in a lower row (not necessarily in the
subsequent row) skipping several subsets (when the number r of

elements in these subsets is greater than m).

2. FUNCTIONAL COMPLETENESS AND ENUMERATION OF BASES

In this Section we describe an application of our Llexicographic
algorithm to base enumeration for a subset of the set of k-valued
- logical functions.

Let E, = {0....,k-1}. The set of k-valued logical functions, i.e.
the union of all the functions (f [E;*Ek for n=0,1,2,...} is denoted
by Py,. A subset F of P, is said to be closed if it contains all
superpositions of its members (cf. 14,585,186 1. For closed sets F and H
such that FCH (proper inclusion), F is H-maximal set if there is no
closed set G such that FCGCH. A subset X of H is complete in H if H
is the least closed set containing X. If the number d of H-maximal
sets is finite then a subset of functions in H is complete in H if and
only if it is not contained in any one H-maximal set (completeness
condition)(cf. [BD. Investigations of completeness and related
topics., which are usualy called functional compléteness problems are
directly related to logical circuit design. and they have a wide area
of applications in addition to their:mathematical importance.

A complete set X in H is called a base of H if no proper subset of X
is complete 1in -H. A set. of functions F={(f ..., fs} is called
nonredundant in H. if for each i, 1<i<s, there exists an H-maximal set

H;» 1=j=d which does not contain f; while all the other functions f;



(1=1,....s,L¢i) are elements of Hj (nonredundancy condition). From
these definitions it follows that a complete nonredundant set is a
pase. We call nonredundant incomplete sets simply addable. The rank of
a base (addable set) is the number of its elements.

We classify the set H of functions into nonempty equivalence classes
py using all its maximal sets as indicated below. Then we can discuss
the completeness properties in H in terms of these classes instead of
individual functions: if a set is complete (nonredundant), then by
replacing a function in the set by any function in the corresponding
equivalence class yields another complete (nonredundant) set.

The characteristic vector of feH is ¢;...cy where c¢;=0 if feH; and
c;=1 otherwise(1=i=d). Whenever it is possible to avoid confusion we
call characteristic vectors simply vectors. All functions fe€H with
the same (characteristic) vector form a class of functions. For a base
its class of bases is the set of classes of functions for functions
belonging to the base.

The conditions of completeness and nonredundancy of a set of
(classes of) functions F can be conveniently expressed by using
characteristic vectors of (classes of) functions belonging to F. We
can say that a base corresponds to a minimal cover of 1...1 (unit
vector), and nonredundant set corresponds to a minimal covef of some
non-unit vector (in which some 0’s may occur: we except null vector).

We define bitwise or operation Vv for characteristic vectors in the
following way: ‘

(ayp,....ag)viaj.....ag)= (ajvaj,....ajvay).

Criteria for the completeness and nonredundancy of a set a;.....a,

of characteristic vectors are respectively the following:
1. a;V...Vva,=1...1 (completeness) (2. 1

2. a1V...Vaj_'1V ajHV...Var# ajv...Var
for each j=1.....,r (nonredundancy). (2.2)

Thus any set containing null class (whose vector is 0...0) is
redundant. Addable sets are nonredundant. but not conversely.
If we have. a complete list of characteristic vectors for nonempty

classes of functions of a set. we can enumerate all its classes of

4



bases.
As an example. assume a set M contains 4 maximal sets M;. My, Mj M,

"and 6 classes of functions:
1.0011 2. 0100 3. 1000 4.0010 5. 0001 6. 0000 .

For instance. class 1 is the set Miﬂmzﬂﬁsﬁﬁw where i = M\X
(complement set). '

M has exactly two classes of bases: {1,2,3} and (2,3.4.5}. We
consider the class {1,2,3). Bitwise OR for the set results 1111
(completeness). Bitwise OR for the set { 1.2} results 0111, for the set
{1,3) results 1011 and for the set (2,3} results 1100 (nonredundancy).

The set {1.3.4} 1is redundant, because bitwise or for the sets
{1.3.4} and { 1,3} are equal (to 1011).

3. THE LEXICOGRAPHIC ENUMERATION OF BASES AND CLASSES OF BASES

Let d and n denote the numbers of maximal sets and functions or
classes of functions respectively. Then we are given n vectors with
length d. indexed by 1.....n.

To perform an exhaustive enumeration of classes of bases we should
enumerate every r-typle of vectors a;.....a, for each r=2,....d (for:
r=1 it is trivial) and check the completeness (2.1) and redundancy
(2.2) conditions for them (rank r base criteria). However this direct
method does not work, because of too many r-typles to be generated.
Suppose we are enumerating r vectors a,.....,a, for checking the base
criteria. Instead of enumerating whole r vectors and checking criteria
for them, we will inspect i-tuple of vectors a;.....,a; incrementary
for i=1,..., r. and at each i-th stage we will certify (by examining
simple conditions) that this i-tuple can or cannot be included in a
rank r base (addable set). This idea of incremental check can be
conveniently implemented in the lexicographic enumeration of subsets.

The lexicographic algorithm enumerates classes of bases and addable
sets for every rank at the same time. Moreover the maximal ranks of
bases and addable sets are automatically given as a result.

Suppose we are enumerating taken r elements out of n object stored

in an array a consecutively, i.e. a(1),...,a(n). The selected indexes
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are to be stored in an array j as jy.....Jj. 1=j;=n for each i.
igi=sr. ;

Suppose we are examining taken r-subset a(jy)..... a(j.), where
selected indexes are stored in an array j as jy....J. 1=§1<...<]j.=n

and a(i) denotes a;. There are three possible cases after the
examination: redundant., base and addable set (i.e.
nonbase-nonredundant). The enumeration of subsets in lexicographic
order can be controlled in the following manner. ‘
If a r—-tuple is either redundant or base then it is unnecessary'to
~extend” it to rti-tuple., since adding a new vector to theh will
result in “redundancy”: in the former case the r-tuple is already
redundant and in the latter one it is already “complete”. Hence in
these cases we can bypass the Lexicographic enumeration of subsets to
an appropriate point. The next subset is j jgp ..., J0p Jp.t1 if j.=n;
otherwise it is the next subset in lexicographic order and the bypass
effects nothing. Thus only the remaining addable case can be extended.
As an ‘example we consider the same set M as before. The class 6
(null class) is ommited. In this case n=b6 and d=4. The notions
"extend”. “reduce”. “cut”’, “redundant”, “base” and "addable” we denote

simply by "e”,”"r".”¢”,"n”,’b”, 7a” respectively.

}~a.e: {1,2}-a,e: {1,2,.3}-b.c:
»2,4}-n,¢;

»2,5}-n,c.r;

,3}-a,e: {1,8,4}-n,¢c:

.3, 5t-n,¢c, r;

,4}-n,c:

{1.5}-n.c. r:

{2}-a,es {2,3}-a,e; {2,3.4}-a.e’ {2,3.4,.5)-b.c.r:
{2,3.5})-a, r:

{2,4}-a,e; (2,4,5}-a,r;
(2,5}-a, r;

{3}-a,e; {3,.4)}-a,e: {3,4,5})-a,r;
{3,5}-a, r: '

{4})-a,e; {4,.5)-a, r;

{b}-a.

{1
{1
{1
{1
{1
{1

We can write our algorithm as follows. Let b. be the number of

(classes of) bases of rank r.
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BEGIN
read n.d, a(i)., i:=1,n: r:i=1; j,:=1:
REPEAT
IF a(jp. ..., a(j,.) is addable
THEN IF j.<n
THEN extend
ELSE reduce
ELSE BEGIN
IF a(jy),...,a(j,.) is a base THEN b, :=b +1;
cut:
END
UNTIL jq=n:
print out b;, 1=i=d
END.

In the algorithm extend. reduce and cut are defined as before.
Note that the last set {(n} are not checked in the atgortihm It can

be easyly done before printing resutlts.

4. REDUNDANCY CHECKS

We describe a technique (called bitwise pivotality checks) to reduce

the computation in redundancy checks.

Suppose we are checking redundancy of a;.....a, (for simplicity we
write a; for a(j;)). For every redundancy check we know that
a;,...,a,.; are included in the tuple which we examined just before

(only a, is a newly added vector). Thus we can assume that we already
have Ry=a;V...Va, for 1=k=r-1 in an array R (for a convenience we add
Ry and assume Ry=0).

The redundancy condition for the r-tuple can be formulated in the
foLLowing way (we use a variable B to reduce the number of bitwise or

operations).

For r=22. ‘ }
R.=R,..;Va, and R._;#R,. (4. 1)
B=BVva,,, (initial B=0) and R,_,VB#R, for k=r-t..... 1 (4. 2)

For r=1.

a; is addable if it is neither null vector nor unit vector (if a,
is

unit vector then it is a base)
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The program checks (4.1) and (4.2) for k=r..... 1: k22 in this
order: and whenever a condition is not satisfied the check ends
jmmediately with redundancy result.

For a rank r redundancy check we need at most r comparisons and at
most 2r-1 bitwise or operations.

1f the number of components d in vectors a; is less than the number
of bits (usualy 16 or 32) of given computer then it is possible to
make a integer number for each vector a; on the following way:

cit2-cot. .. 12971 ¢y ;
where ¢iCy...C4q are components of (characteristic) vector a; and
operate with vectors in redundancy check as with integer numbers
pecause OR operation between integer numbers' can be defined .as a
machine instruction OR between corresponding components of their
binary notations.

Otherwise bitwise or can be realized with (characteristic) vectors
as an array of d elements. However, in this case there are another
technique called counter redundancy check which is proved faster as
well.

In the check of redundancy we use two auxiliary sequences s;
(1=i=d) and p; (1=i=r). s

position in the vectors p(jy).....p(j._{). The sequence p, ...,p, has

i 1Is the number of units in the i-th
the following property: p;-th position of each.vector is equal to 1
only for p(j;) (it is equal to 0 for the vectors p(jy), 1=t=r, t#i).

The presented lexicographic algorithm.can be supplemented also with
this technique. |

Note that algorithm with bitwise redundancy check using machine
command is proved as about twice faster (when n is about 500 and d is
about 15) than one with counter redundancy check.

Applying this algorithm classes of bases for several subsets of P,
are determined (cf. [121]). '

P, has exactly 18 maximal sets [51] and 406 classes of
functionsl 10, 19.1.

We present the numbers of classes of bases of P3; of each rank in the
following table: '



bases 1 8265 794256 4612601 810474 141124 6239721

The lexicographic enumertion algorithm with this bitwise redundancy
check requires about 16 minutes computer time (the computer FACOM M380
is used). The total number of examined tuples is N=194759642 for
classes of functions sorted according first to the number of units in
the vector and then sorted lexicographicaly within the same group.
Bearing in mind the total number of subsets 2405 we can calculate
efficiency of cut technique in this case. The program generates in the
average 4.41-tuple and consume in the average 2.17 bitwise or
operations to recognize whether it is a base. addable or redundant
(bitwise redundancy check is used). Note that computer time depends on

the order of characteristic vectors.

5. APPLICATION OF THE BASE ENUMERATION ALGORITHM

Kabulov [ 6] considered the following problem: Given a complete set F
of functions from P, together with the Boolean matrix displaying the
relation "€” between the members of F and maximal sets in P, (i.e
with characteristic vectors of functions in F), determine all bases
composed from functions of the set F. He described a method. using
Boolean expressions. to solve this problem.

We can apply the same algorithm as decribed in Section 3, because
each function is represented by their class of functions. The output
in this case are exactly bases instead of classes of bases. Note that
in the considered application several function may have the same
characteristic vector. However. they compose different bases.

Our algorithm can be used to calculate the number of (classes of)
bases composed from vectors mt+i1.,...,.n at the same time (for a given
m=n), because in the lexicographic order we examine first all subsets
containing vector 1, then all subsets containing vector 2..

In [9,14,20] procedures for determining the number of bases of P,
consisting of n-ary functions are described and computational results-
for n=2 and n=3 are obtained. There exist no formulae for numbers of



n-ary functions in some classes of functions of P, because the number
of n-ary monotone functions in P, is not known. We present another
approach to this problem. It is divided into several subproblems.

1) determination of classes of functions for considered set (not

limited to P,), »

2) determination of the number of n-ary functions in each class.

3) determination of all classes of bases.

4) determination of numbers of bases containing n-ary functions (or

functions with at most n variables). ‘

The methods presented in [9,14,20] use only step 4) for P, Our
method can be applied for solving 3) assuming that 1) is already
solved. Also, our algorithm can be applied for solving 4) assuming
that 2) is solved by applying another procedure. Note that 2) can be
done without solving 1) because for each function f we can determine
corresponding class of functions. It is sufficient to check inclusion
of f in each maximal set of considered closed set: such procedure can
be easily written using description of maximal sets [ 161 In this
manner we can determine classes of functions containing n-ary
functions. We can apply our algorithm to count bases. We obtain the
number of bases containing n-ary functions in a class of bases by
multiplying the numbers of n-ary functions in the classes of functions
which compose the base., whenever a class of bases is found. During
this procedure we can also enumerate classes of bases consisting of
classes of n-ary functions. '

Following this description we determined the number of bases of
Boolean functions composed from n-ary functions for n=4. Obtained
data are presented in the following table. For n=2 this result is
derived by Wernick [20] and for n=3 by Kudielka and Oliva [ 91 Note
that the set P, of Boolean functions contains 5 maximal sets [ 151 15

classes of functions [ 4.3.8 1 and 42 classes of bases [ 3.8

bases 32 6664 275790502

o -
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6. MINIMAL COVERING PROBLEM

Minimal covering problem is one of famous combinatorial problems and
there exist a list of solutions for this problem (cf. [17.21D. We
will give a solution using the lexicographic enumeration of subsets.

The minimal covering problem 1is the problem of minimizing the
objective function x;+...+Xx, subject to constraints

Xy o X)) AZ (1. ..., 1) (6. 1)
where A=l a;; ] is an nXd coefficient matrix with a;;=0 or 1. and each
variable x; is 0 or 1 for each j.

We will introduce some new notions in order to give a new solution

for the problem and to show connection between minimal covering

problem and base enumeration.

A vector (Xy,...,X,) satisfying (6.1) is called complete for A. We
call a vector (X;,...,Xx,) nonredundant in A if '
(X v e s XA (Y.L YDA
is valid for each vector (yy.....,y,) for which y;=x; for each i,

1=i=n and y;+... +y,<x;+. .. +Xx, is satisfied.

A vector (Xq,...,X,) is called base in A if it is complete and
nonredundant in A. Nonredundant noncomplete vectors we call simply
addable. The rank of a base (addable set) (x;.....,Xx,). is the sum
Xit... +x,. Thus minimal covering problem is problem of finding a base
in A with minimal rank.

There is another definition of minimal covering problem [ 71: For a
given collection C of subsets of a finite set and positive integer
r<|C| decide whether C contain a cover for S of size r or less, i.e.
a subset C’'SC with [C’ | =r such that every element of S belongs to at
least one member of C’. This prdblem is exactly to find a base with
rank r or less. if we represent a subset by n bits characteristic

vector. Karp [ 71 proved that this problem is NP-complete.

The notions of addable sets. bases and rank have almost the same

meaning in both base enumeration and minimal covering problem. Minimal
covering problem corresponds directly to finding a base with minimal
rank. Thus we can modify our algorithm so that once we find a base
with rank r then no subsets of rank =2r will be considered further.

In the presented branch and bound algorithm a(i) denotes the i-th

row of matrix A (1=£i<n), i.e. a(i)=(a;

IR a;,). We suppose that

1



minimal rank of bases (solution of our problem) is between 2 and n-1
to make our algorithm shorter. It is easy to improve our algorithm to
deal with these cases. Also some techniques for eliminating some rows

or columns (cf.l1 17 )) can be applied before running the algorithm.

BEGIN :
read n.d. a(i), i:=1,n: minrank:=d: r:=1; jqi=13 T:=(1}
REPEAT '

IF a(jy).....a(j.) is addable in A

THEN IF j.<n and r<minrank-1
THEN extend

ELSE cut
ELSE BEGIN :

IF a(jy).....a(j,.) is a base in A THEN
BEGIN
minrank=r:
Te=lip...ndphs
END:

cut

END

UNTIL j;=n or minrank=2:
print out minrank. T
END.

extend and cut are defined as before. Note that T corresponds to a
solution (xy,....x,) of minimal covering problem so that x;=1 if and
only if jeT.

7. KNAPSACK PROBLEM

An input for the knapsack problem are integer numbers a;.....a,C.
The problem is to find a subset T of {(1.....n}) to maximize Z;cra;
subject to the requirement that X;.ta;=C. A more general formulation
of the knapsack problem has more applications than this. Namely the
input consists of C and two sequences aj.....a, and Ppy.....P, The
problem is to maximize X;.ip; subject to the restraint Y;eta;=C where
T. as before. is a subset of the indexes.

We give a solution for more general knapsack problem based on the
lexicographic order of subsets. Elements i that are a; greater than C

should be eliminated. In the presented algorithm a(j;) denotes aj;..

2



BEGIN
read n.d. a;, p;, i=1.n;:
ri=1: jy:=1; maxsum:=py; T:={1};

REPEAT
St=a(j)+...+a(j.);
IF S=C
THEN BEGIN
Pi=p(jp+...+p(j.):
IF P>maxsum THEN BEGIN
maxsum:=pP:
STl n g}
END:
IF j.<n THEN extend ELSE reduce
END
ELSE cut:
UNTIL j=n:
print out maxsum, T
END.

In the algorithm extend. reduce and cut is defined as before. The

set {n} should be examined before printing

8. CONCLUDING REMARKS

In this paper we modified backtrack procedures for Llexicographic
enumeration of subsets and applied the procedure to the base
enumeration, knapsack and minimal <covering ©problems. Several
variational uses of base enumeration algorithm are presented. The
presented "cut” techniques use special properties of bases and addable
sets, owing to which., for instance. base enumeration were possible for
about n=600 (for the case n=605, d=15 it took about 8 hours using
bitwise redundancy check by FACOM 380 computer with 24 mips).

Karp [ 7] proved that the problem of determining of a covering set
with rank =r for given r is NP-complete. Qur algorithms are directly
related to the problem. Thus any algorithm for solving these problems
takes exponential time according to numbers of rows and columns n and
d. There exist a number of algorithms for exact and approximate
solution of knapsack and minimal covering problems (see, for example.
11,17, 21 D.

{3
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